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Abstract – Mouse tracking tests play a crucial role in 
evaluating software usability, but their efficient image 
processing remains challenging, especially with high-
resolution images and numerous participants. This 
article introduces a novel method, leveraging parallel 
computing, for the efficient analysis of interaction 
zones in mouse tracking test images. Following Pratt's 
iterative research pattern, the proposed method is 
implemented using Python libraries Dask and 
OpenCV, validated through a proof of concept on 
Eclipse software. Results demonstrate the parallel 
approach's remarkable efficiency, being 252 times 
faster than the sequential method across various 
executions. The method's potential impact is discussed, 
providing a valuable reference for developing tools in 
usability and other application contexts. The open-
source tools employed, Dask and OpenCV, prove 
suitable for parallel image analysis, offering versatility 
for broader application in diverse fields. This work 
contributes to advancing the field of mouse tracking 
analysis by significantly improving processing 
efficiency and lays the groundwork for future tools and 
methodologies. 
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1. Introduction

Given the vast number of applications available in 
online stores, one of the most crucial attributes to 
enhance both software quality and user experience is 
usability [1], [2], [3], [4]. Usability not only 
contributes to improving the competitiveness of 
software companies but also enhances user 
productivity in interaction [5], [6], [7], [8]. 

According to Nielsen [9], usability can be 
understood as an attribute of software quality, 
allowing the evaluation of how easy interfaces are to 
use. Similarly, according to ISO 9241-11, usability 
can be defined as the extent to which a user achieves 
specific goals within software with effectiveness, 
efficiency, and satisfaction [10], [11], [12], [13]. One 
way to assess the usability of software and its 
defining attributes (effectiveness, efficiency, and 
satisfaction) is through user tests, where end-users 
are observed in a controlled usability lab while 
performing a set of tasks in specific software [14], 
[15], [16]. 

One of the complementary tests that is performed 
within a user test and that contributes to the 
improvement of interaction efficiency and therefore 
to the improvement of the user experience is the 
mouse tracking test, in which the capture and 
analysis of the mouse trace is used to identify the 
areas of the screen where there is greater interaction 
between the user and the software, revealing patterns 
and preferences in mouse movement [17], [18], [19], 
[20]. Significance of these tests lies in their ability to 
determine the optimal placement of interface 
components by aligning with high-priority zones. 
This strategic alignment not only enhances efficiency 
but also significantly contributes to reducing the 
user's mental load during interaction [21], [22]. Thus, 
mouse tracking tests provide a detailed perspective 
that facilitates the creation of more intuitive 
interfaces focused on user needs [23]. 
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One of the challenges of mouse tracking tests is 
the efficient analysis of the interaction zones in the 
images with the mouse trace, given the amount of 
data or pixels contained in the increasingly high 
quality images and the number of users performing 
the test [24], [25]. In this regard, the conventional or 
sequential computing approach relies on pixel 
counting for areas of interest by iterating through the 
image from left to right and top to bottom. 
Consequently, computational efficiency becomes a 
challenge in the analysis of mouse tracking tests. 
Based on the above, it is convenient to take 
advantage of the benefits in image analysis in 
different application contexts provided by parallel 
computing [26], which corresponds to a computing 
approach that involves the simultaneous execution of 
multiple tasks or processes, with the objective of 
improving computational efficiency and 
performance. Thus, instead of performing one task at 
a time, as in sequential computing, parallel 
computing divides complex problems into smaller 
tasks that can be executed simultaneously on 
multiple processors or cores [27], [28]. 

Different works have been conducted on the topic 
of mouse tracking. In [21], a tool is proposed for the 
analysis of interaction zones in mouse tracking tests 
using sequential computing. Similarly, in [25], a tool 
was developed for the analysis of mouse traces using 
unsupervised learning models, such that the main 
interaction zones are detected by obtaining clusters 
and their associated centroids. In [29] a study based 
on eye tracking and mouse tracking was developed 
on commercial and educational portals in Nigeria, 
using OGAMA software, in order to identify search 
and browsing patterns employed by users interacting 
with these web portals. In [30] a study was conducted 
using machine learning techniques and sequential 
computing with the main objective of predicting 
users’ implicit interest in products of an online store 
based on their mouse behavior through various 
product page elements, which allows businesses to 
acquire the understanding of their customers interests 
to innovate and develop new products and services. 
In [23] a framework that employs methods for eye 
and mouse tracking, keyboard input, self-assessment 
questionnaire and artificial intelligence algorithms 
was proposed to evaluate user experience and 
categorize users in terms of performance profiles. 
This framework makes use of the Tracking 
Techniques User eXperience Tool T2-UXT to 
collect, collate, process, and visualize data obtained 
from users’ interactions. Furthermore, the evaluation 
of the mouse tracking method is conducted in [31], 
aiming to explore perception and digital map 
cognition.  

 

Considering that the practical implementation of 
mouse-tracking studies requires the use of software 
tools that are capable of supporting the process of 
experimental design, data analysis and visualization, 
this work includes a concise compilation of software 
tools discussed in previous scientific articles, such as 
MouseTrack, OGAMA, Qualtrics mouse-tracking 
and MatMouse.  Additionally the analysis of the use 
of this method in term of its advantages and 
limitations is presented, demonstrating that mouse 
tracking could serve as one of the most powerful 
methods in cartographic research. From the previous 
works, it can be observed that while the advantages 
of mouse tracking tests are leveraged to enhance 
interaction or detect areas of interest in the field of 
marketing and other contexts, these works do not 
focus on improving the efficiency of the analysis of 
areas of interest, nor do they make use of the parallel 
computing approach for the analysis and processing 
of images with mouse traces. 

In this paper we propose as a contribution a 
method based on the parallel computing paradigm for 
the analysis of interaction zones on images obtained 
from usability tests under the mouse tracking 
approach. In order to evaluate the effectiveness and 
efficiency of the implemented method, a proof of 
concept was performed in which the results of the 
interaction zone analysis using the sequential 
approach and the parallel computing approach were 
compared on an image obtained from a mouse 
tracking test performed on the Eclipse development 
tool and obtained from the IOGraphica portal. For 
the comparison, the times obtained in performing 
different numbers of executions on the conventional 
and parallel computing methods implemented were 
taken into account. Likewise, the efficiency of the 
parallel computation method with respect to the 
conventional one was calculated in different number 
of executions and in average.  On the other hand, 
based on the results obtained in different executions, 
the average time taken by the methods to perform the 
zone interaction analysis in the proof of concept was 
determined. For the implementation of the proposed 
method in this article, the advantages provided by the 
open-source parallel computing library Dask were 
utilized. This library allows the processing of large 
volumes of data by organizing them into blocks and 
enabling parallel and/or distributed processing. 
Additionally, the OpenCV image processing library, 
the NumPy library for vectorized operations, the 
SciPy library for curve fitting to measured data, and 
the scikit-learn library for applying result evaluation 
metrics were employed.  

The proposed approach in this article aims to 
serve as a reference for the development of software 
tools for the efficient analysis of images derived from 
mouse tracking tests.  
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Similarly, such approaches can be extrapolated 
for the analysis of heatmaps derived from eye-
tracking tests in the context of usability or at the 
usability and marketing levels. In this regard, the use 
of powerful open-source libraries such as Dask and 
OpenCV facilitates the harnessing of parallel 
computing in the analysis and processing of images 
in various application contexts. 

The rest of the article is organized as follows: 
Section 2 presents the methodological phases 
considered in the development of this work. In 
Section 3, the results obtained in this research are 
described, including the specification of the proposed 
method, the description of method implementation, 
and finally, the case study where the conventional 
method and the parallel computing-based method are 
compared. Lastly, in Section 4, conclusions and 
future work derived from this research are presented. 

 
2. Methodology 
 

For the development of the present research, the 
four methodological phases of the iterative research 
pattern proposed by Pratt were taken into 
consideration (Figure 1) [32], [33].  

 
 

Figure 1.  Methodology considered 
 
In Phase 1 of the methodology, the 

conceptualization and characterization of the analysis 
carried out in conventional mouse tracking tests were 
performed to identify challenges in processing 
images with the mouse trace. Thus, the flowchart 
presented in Figure 2 was created, depicting the 
overall process conducted under the sequential 
computing approach to obtain interaction percentages 
in areas of interest in images with the mouse trace. 

 

 
 

Figure 2.  Sequential computing approach 
 
According to Figure 2, once the image with the 

mouse trace is loaded, the process involves 
converting it to grayscale and binarizing the image 
using a reference threshold. From the binarized 
image, iteration is performed for each pixel to count 
the pixels belonging to a specific area of interest. 
Thus, based on the counters associated with each 
area of interest, the calculation of interaction 
percentages for each of the zones is carried out. 

On the other hand, in Phase 2 of the methodology, 
based on the computational efficiency challenges 
identified in Phase 1, a method based on parallel 
computing was designed to process mouse tracking 
images and identify interaction percentages by screen 
zones. In Phase 3 of the methodology, the method 
designed in Phase 2 was implemented using open-
source tools. Specifically, the Dask, OpenCV, and 
NumPy libraries were selected for the parallel 
processing and analysis of images with mouse traces.  
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Finally, in Phase 4 of the methodology, a proof of 
concept was conducted using an image obtained from 
a mouse tracking test performed on the Eclipse 
development environment by the company 
IOGraphica, in order to evaluate the proposed 
method. Thus, based on the test image, a comparative 
analysis of the efficiency of the parallel computing-
based method versus the sequential computing-based 
method was carried out. For this purpose, both 
methods were implemented as functions in the 
Python language and executed 10, 20, 30, 40, 50, 60, 
70, 90, and 100 times to obtain execution times per 
run and the average time. Likewise, the efficiency 
achieved per execution and the average efficiency of 
the parallel computing-based method was 
determined.  

For these tasks, the advantages provided by the 
timeit library were utilized, enabling the 
measurement of the time taken to execute a specific 
function.  
 
3. Results 

 
Based on the challenges identified in 

characterizing mouse trace analysis through 
sequential computing, the first step involved 
designing a method based on parallel computing for 
processing images obtained in mouse tracking tests 
and identifying the corresponding percentages for 
interaction zones in these images. Thus, Figure 3 
shows the method based on parallel computation 
designed from the process described in Figure 2. 

 

 
 

Figure 3.  Proposed method based on parallel computing 
 

According to Figure 3, it is possible to observe 
that once the image with the mouse trace is loaded, 
the image is converted to grayscale and binarized 
from a reference threshold. From the binarized 
image, the dimension of the chunks is obtained for 
the width and height of the image, which correspond 
to the blocks in which the processing will be 
performed in parallel and in this case have been 
made to correspond to the number of interaction 
zones. For example, if the analysis is intended for 4 
interaction zones, 4 chunks are obtained with 
dimensions proportional to the width and height of 
the image. With the obtained chunk dimensions, the 
binarized image is then converted into a parallel 
computing array, which is segmented into the 
determined processing blocks. From the segmented 
array, parallel pixel counting is carried out per block 
or zone, resulting in a matrix with the total pixel 
count per block.  

This matrix is used to calculate the overall sum of 
interaction pixels and, consequently, to calculate the 
percentage of interaction per area of interest. 

Based on the process described in Figure 3, the 
parallel computing method was implemented for the  

 
analysis of 4 interaction zones, using Python 

libraries such as Dask, Numpy, and OpenCV, as 
illustrated in  

Figure 4. In Figure 4, it is observed how, from the 
binarized mouse tracking image, the dimensions of 
the image are obtained in the variables w and h. 
Since the analysis was programmed for 4 zones, the 
dimensions of the chunks (chunk_x, chunk_y) are 
obtained by dividing the variables w and h by two. 
Using the dimensions of the chunks, the parallel 
computing array (m), specific to the dask library and 
compatible with numpy arrays, is obtained. This 
array has been segmented according to the defined 
blocks or chunks.  
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The m array is used to invoke the map_blocks 
function, which allows executing the same function 
for each of the defined blocks or chunks. In this case, 
the compute_block function is executed in parallel 
for the blocks and obtains as a result a matrix with 
the count of black pixels per block (res), that is, the 
pixels where interaction was detected in a particular 
zone. From the results of the res matrix, it is possible 
to determine the total number of interaction pixels 
and the interaction percentages associated with each 
of the 4 zones of interest.  

 

 
 

Figure 4.  Implementation of the proposed method  
using dask 

 
In order to evaluate the proposed approach, a 

proof of concept was developed in which an analysis 
was conducted on a mouse trace obtained from a 
mouse tracking test conducted in the Eclipse 
programming environment by IOGraphica. This test 
was performed using the IOGraph mouse tracking 
tool, created by the same company. Thus, in Figure 
4, the image of the mouse trace considered in the 
proof of concept is presented. This illustration 
depicts the four interaction zones under 
consideration, which in this case correspond to the 
four blocks or chunks used in parallel computation. 
 

 
Figure 5.  Image used in the proof of concept 

As mentioned in the methodology, both the 
sequential method and the parallel computing-based 
method were implemented as functions in the Python 
language to assess their effectiveness and efficiency. 
It is worth noting that the parallel computing-based 
method was effective in computing the areas of 
interest, obtaining the same percentage results for on-
screen areas of interest as the sequential computing-
based method. These percentage results are presented 
in Figure 6. 

 
 Figure 6.  Interaction percentages per zone 

 
The results obtained in Figure 6 are consistent 

with the distribution of the mouse trace presented in 
Figure 4, such that 65.546% of user interaction is 
concentrated in zone 1 of the screen. The above 
result can be explained by the fact that the main 
functions of the Eclipse development environment 
are located in an area of high visual hierarchy, i.e. in 
the upper left part of the screen, which helps to 
minimize the user's memory load and facilitate 
interaction. Once the proper functioning of the 
method was verified, the efficiency of the methods 
was compared by conducting varying numbers of 
executions (10, 20, 30, 40, 50, 60, 70, 80, 90, and 
100) on both methods and measuring the time spent 
processing the different executions. Thus, Table 1 
presents the results obtained in terms of time 
expended by both methods for the different 
executions conducted. 

 

Table 1.  Execution times obtained 
 

Executions Execution time 
sequential 

approach (s) 

Execution time 
parallel approach 

(s) 
10 11.425 0.047 
20 22.382 0.086 
30 33.523 0.134 
40 44.585 0.174 
50 56.064 0.222 
60 66.630 0.260 
70 77.489 0.308 
80 89.821 0.338 
90 100.734 0.420 
100 112.015 0.446 
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According to the results in Table 1, it is possible 
to appreciate how, when comparing the two 
considered approaches, the time spent in the parallel 
approach during different executions is significantly 
lower. In the worst-case scenario (90 executions), it 
is 240 times better compared to the time spent in the 
sequential approach. In the same vein, it is observed 
that for 100 executions, the time spent by the 
sequential approach is over 112 seconds, while in the 
parallel approach, it barely reaches 0.5 seconds. The 
rate of increase per requests in the sequential and 
parallel approaches can be more clearly observed in 
Figures 7 and 8, where the time spent by both 
approaches for a different number of executions is 
presented, along with the curve that best fits the data, 
using the curve_fit function from the SciPy library in 
Python which allows for finding the optimal 
parameters corresponding to the slope and intercept 
values that describe the data behavior. 

In this context, for the case of the curve equation 
in Figure 7, a standard error of 0.004086 was 
obtained for the slope value, and 0.253514 for the 
intercept value. These values were calculated from 
the covariance matrix associated with the optimal 
adjusted values. This metric indicates how much 
estimates are likely to fluctuate when the model is 
fitted to diverse datasets, thus allowing for the 
evaluation of the reliability of the estimates for the 
calculated coefficients, in this case, the slope and 
intercept. In the same vein, concerning the mean 
squared error (MSE), a value of 0.110178 was 
obtained, which serves to assess how well the curve 
fits the data. 
 

 
Figure 7.  Variation of the total data processing time with 

the number of tests for the sequential approach 
 

The fitted curve in Figure 7 reveals that in the 
sequential approach, there is a progressive increase in 
the total processing time from 11.425 seconds (for 10 
executions) to 112.015 seconds (for 100 executions). 
Additionally, the equation derived from the fitted 
curve leads to the conclusion that, for each execution 
conducted, the time increases by 1.117 seconds.  

This finding implies an efficiency trade-off in the 
implementation of mouse tracking tools, considering 
that usability tests under this approach involve 
processing mouse traces from multiple users. 

 

 
 

Figure 8.  Variation of the total data processing time with 
the number of tests for the parallel approach 

 
Similarly, in the case of the fitted equation in 

Figure 8, a standard error of 0.000108 was obtained 
for the slope value, and 0.006728 for the intercept 
value. Meanwhile, at the MSE level, a value of 
0.000078 was obtained. By calculating the standard 
error of the estimated parameters, namely the slope 
and intercept, it is found that the parallel approach 
exhibits significantly lower standard error values 
compared to those presented in the sequential 
approach. This indicates less variability in the 
parameters for future estimations and, consequently, 
greater consistency. Additionally, it was observed 
that in terms of MSE, the parallel approach shows 
significantly lower values compared to the sequential 
approach, indicating reduced data fitting errors and, 
therefore, more consistent results. 

The fitted curve in Figure 8 reveals that in the 
parallel approach, there is a progressive increase in 
the total processing time from 0.047 seconds (for 10 
executions) to 0.446 seconds (for 100 executions). 
Additionally, the equation derived from the fitted 
curve leads to the conclusion that, for each execution 
conducted, the time increases by 0.004 seconds. 

When comparing the total execution time ranges 
for different test quantities, a significant difference is 
observed between the measured time values of the 
parallel approach and the sequential approach, with 
the resulting times of the parallel approach being 
much lower than those corresponding to the 
sequential approach. This conclusively demonstrates 
the remarkable advantage of implementing the 
parallel approach in terms of efficiency when 
choosing the most suitable approach for data 
processing. 
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Similarly, it is observed that the sequential 
approach has a slope 249.53125 times greater than 
that of the parallel approach. This implies that, in the 
sequential approach, the total execution time 
increases at a faster rate relative to the number of 
executions compared to the parallel approach. This 
clearly highlights an advantage for the parallel 
approach, as increasing the number of executions 
results in a much smaller and less pronounced 
increase in execution time compared to the sequential 
approach. 

On the other hand, Figures 9 and 10 display the 
average data processing time for each of the 
considered approaches. This is calculated as the total 
data processing time, Tt, divided by the number of 
tests, n. Thus, in Figure 9, the results obtained for the 
sequential approach are presented along with a 
dashed line representing the overall average time per 
execution. 

 

 
 

Figure 9.  Variation of the average data processing time 
with the number of tests for the sequential approach 

 
Similarly, in Figure 10, the results obtained for 

the parallel approach are presented along with a 
dashed line indicating the overall average processing 
time per execution. 

 

 
 

Figure 10. Variation of the average data processing time 
with the number of tests for the parallel approach 

 
 

Based on the results obtained in Figures 9 and 10, 
a significant difference in average times per number 
of executions between the parallel and sequential 
approaches can be observed. This is evident in the 
overall average time obtained in all executions when 
processing the test image (red dashed line in Figures 
9 and 10), which is 0.042 seconds for the parallel 
approach and 1.1120 seconds for the sequential 
approach. Similarly, it is observed that the variation 
in average times per execution for the parallel 
approach ranges between 0.004 and 0.005 seconds, 
while in the case of the sequential approach, the 
variation is between 1.107 and 1.142 seconds. Thus, 
a greater variability in times is observed in the case 
of the sequential approach, while in the parallel 
approach, there is greater consistency in the results. 

Finally, in Figure 11, the efficiency of the parallel 
approach compared to the sequential approach is 
presented. This is calculated as the total processing 
time of the data for the sequential approach divided 
by the total processing time of the data for the 
parallel approach. 

 

 
 

Figure 11.  Variation of the efficiency with the number of 
tests 

 
It can be observed that all the values obtained are 

greater than 1 and even exceed 240, indicating that in 
all cases the time obtained for different executions is 
much lower than the time obtained for the sequential 
approach. These values vary in the range of 239,826 
times to 265,441 times, with the average 
corresponding to a value of 252,851 times. This 
means that, on average, the sequential approach 
presents a total execution time 252,851 times greater 
than the total execution time in the parallel approach. 
 
4. Discussion 
 

In this work, a contribution has been proposed 
involving the design and implementation of a method 
based on parallel computing for the analysis of 
interaction zones in mouse trace images obtained in 
usability tests under the mouse tracking approach.  
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Based on the results obtained in this study, it was 
observed that the proposed method is significantly 
more efficient than the method based on sequential 
computing. This is evident in the fact that, in various 
executions, the parallel computing method was, on 
average, 252 times faster than the sequential method. 
Furthermore, it is evident through the calculation of 
MSE and the standard error of the estimated values 
that the model describing the parallel approach 
exhibits less variability and, therefore, greater 
consistency than the model corresponding to the 
sequential approach. The aforementioned is a 
relevant contribution to enhance the efficiency of the 
tools proposed in [21] and [25], where tools based on 
sequential computing are proposed for the analysis of 
zones of interest in images derived from mouse 
tracking tests, involving pixel counting by zone and 
respective clustering techniques.  

Similarly, the approach proposed in this work is a 
relevant contribution to academic and business level 
for the implementation of tools based on parallel 
computing for the analysis of mouse tracking tests, 
since the proposed method was implemented using 
open-source libraries and technologies. In this regard, 
the Dask library proved to be suitable for image 
processing, as it features data structures compatible 
with conventional ones and has the flexibility to be 
segmented into blocks for parallel processing. 
Similarly, the OpenCV library demonstrated 
suitability for basic image operations (image scaling, 
conversion to grayscale, image binarization), which 
is crucial in preprocessing mouse trace images. 
Additionally, this library uses NumPy-like arrays for 
various image operations, making them compatible 
with the data structures employed by the Dask 
library. 

 
5. Conclusion 

 
Considering that usability is an attribute defining 

software quality, it is important to integrate different 
types of usability tests into the software development 
process, where mouse tracking tests stand out for 
providing feedback on interface design. Thus, one of 
the main advantages of usability tests under the 
mouse tracking approach is the identification of areas 
of interest where user interaction is concentrated, 
aiming to enhance interface design by identifying key 
software functionalities that may not be located in 
areas of high visual hierarchy. In this way, these tests 
contribute to improving user productivity, which 
corresponds to one of the advantages of usability. 

Taking into consideration that mouse tracking tests 
involve the analysis of mouse trace images from 
multiple users, one of the commitments of software 
tools focused on analyzing this type of test is 
efficiency.  

Thus, in this work, the main contribution proposed 
was the design and implementation of a method based 
on parallel computing for the analysis of areas of 
interest in mouse trace images. This method creates a 
parallel processing block for each analyzed area. The 
proposed method aims to serve as a reference for the 
implementation of efficient tools for the analysis of 
mouse tracking tests in the context of usability or 
other application contexts. 

Based on the results obtained in the proof of 
concept conducted on an image from mouse tracking 
test using Eclipse software by IOGraphica, it was 
possible to conclude that the parallel computing 
method, in addition to being effective in determining 
interaction zones, is significantly more efficient than 
the sequential computing method. In this regard, after 
conducting multiple executions of both methods on 
the same image, it was found that, on average, the 
parallel computing method with four processing 
blocks (one for each interaction zone) is 252 times 
faster than the sequential computing method. These 
results indicate that the proposed method is suitable 
for integration into tools for processing images 
derived from mouse tracking tests in various 
application contexts. 

The open-source tools employed proved to be 
suitable for implementing the parallel computing 
method for the analysis of interaction zones in mouse 
tracking tests. Specifically, the Dask library 
facilitated the division of the image into processing 
blocks (one for each zone) and the parallel counting 
of pixels in each block. Similarly, the OpenCV library 
allowed for various preprocessing operations on 
images with the mouse trace, such as conversion to 
grayscale or binarization of these images. Thus, these 
libraries aim to serve as a reference for consideration 
in academic or business settings for the development 
of tools for image analysis under the parallel 
computing approach. 

As a future work arising from the present research, 
it is intended to: a) Build a tool supported by the 
proposed approach, enabling the processing and 
analysis of multiple mouse traces derived from 
usability tests; b) Combine the proposed approach 
with the analysis of interaction zones using 
unsupervised learning techniques or clustering. 
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